Final Examination

CS 111, Winter 2002
3/14/2022, 8 — 11am
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1. Deadlock. Consider a system with four processes P1, P2, P3, and P4, and two
resources, R1, and R2, respectively. Each resource has two instances. Furthermore:
- @ allocates an instance of[R2, and requests an instance of R1;
- P2 allocates an instance of R1, and doesn’t need any other resource;
P3 allocates an instance of R1 and requires an instance of R2;
P4 allocates an instance of R2, and doesn’t need any other resource. (15 points, 5
points each question)

(a) Draw the resource allocation graph
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(b) Is there a cycle in the graph? If yes, name it.
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(c) Is the system in deadlock? If yes, explain why. If not, give a possible sequence of
executions after which every process completes.
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2. File system reliability. Professor Harry writes the following program for grading
students’ projects. Per-project grades are stored in a set of input files, and the
following program’s goal is to compute a final course grade for each student and
write it to file name.grade. (3 points)

main():

remove all files ending with ”.grade”
for each student name s in alphabetical order:
read assignment scores for student s
calculate final grade filename = s + ”.grade” fd =
create(filename)
write(fd, final grade, ...)
close(fd)
printf(”finished with %s\n”, s)

Harry uses a laptop with a journaling file system in a mode that the journal contains
both file content and the metadata. He runs the following command:

program | cat

“u_n

Harry sees “finished with x” for all students with names up through “p”, and then his

laptop crashes. Harry reboots his laptop.

Harry thinks he may have to re-run the program for some or all students. Explain what
guarantees he has about which final grades will be on disk after the restart.
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3. Explain copy-on-write and give at least one instance when it might be useful. (2
points)

Ca-py on Write s fhad ovu.é} rr\a/&/\é, « copy of
a file o s moctified. It cun fe applicel 4o
Nuy/ P/Ccu.es. E~3- Bﬂdzu{) Shap shet- Moy Use oW fo

Save  Spae - (No meod 4 Cpy @enfil)  E.g forkO also
USe w4 Sove.  Some Space



4. Process and Thread: Consider the following C program. Assume that all
system calls succeed. (20 points)

1 void* funcl(void *args) {

2 printf("Yellow: %d\n",*((int*)args));

3 exit(9);

4 }

5

6 void* func2(void *args) {

7 printf("Red: %d\n", ((int*args)[e]);

8 return NULL;

9 ¥

10 int main(void) {

11 pid_t pid; pthread_t pthread; int status; //declaring vars
12 Lint fd = open("cs11l.txt", O_CREAT|O_TRUNC|O_WRONLY, 0666) ;
13 int *subaru = (int*) calloc(1, sizeof(int)); subaru =o .
14 printf("Main: %d\n", *subaru); Masn : O .
15 if(pid = fglk_&)) { @o\ .Pfd-

16 *subaru = 1337;

17 pid = fork();

18 }

19 if(lpid) { prot >

20 pthread_create(&thread, NULL, func2,

21 (void*) subaru);

22 } else {

23 for(int i = 0; i < 2; i++)

24 waitpid(-1, &status, 0);

25 pthread_create(&thread, NULL, funcil,

26 (void*) subaru);

27 }

28 pthread_join(pthread, NULL);

29 if(*subaru == 1337)

30 dup2(fd, fileno(stdout));

31 printf("All done!\n");

32 return 9;

33 }

(a) Including the original process, how many processes are created? Including
the original thread, how many threads are created? (2 points)
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(b) Provide all possible outputs in standard output. If there are multiple
possibilities, put each in its own box. You may not need all the boxes. (10

points)
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(¢) Provide all possible contents of cs111.txt. If there are multiple possibilities,
put each in its own box. You may not need all the boxes. (2 points)
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(e) What if, in addition to doing the change in part (d), we also move line 12
(where we open the file descriptor) between lines 18 and 19? What would
csl11.txt look like then? (3 points)
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5. TLB. Consider the following piece of code which multiplies two matrices:

int a[1024][1024], b[1024][1024], c[1024][1024];

multiply ()
{

unsigned i, j, k;

for(i = 0; i < 1024; i++)

for(j = 0; j < 1024; j++)
for(k = 0; k < 1024; k++)
cl[il[j] += a[i,k] * b[k,j];

}

Assume that the binary for executing this function fits in one page, and the stack also fits
in one page. Assume further that an integer requires 4 bytes for storage. Compute the
number of TLB misses if the page size is 4096 and the TLB has 8 entries with a
replacement policy consisting of LRU. (10 points)
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6. Monitor and Condition Variable. In this problem, you will implement a monitor to
help a set of drivers (modeled as threads) synchronize access to a set of five keys and a
set of ten cars. Here is the problem setup:

— The relationship between the keys and the cars is that key 0 operates cars 0 and 1, key
1 operates cars 2 and 3, etc. That is, key i works for cars 2i and 2i + 1.

—If a key is being used to operate one car, it cannot be used to operate the other.

— A driver requests a particular car (which implies that the driver needs a particular key).
However, there may be many more drivers than cars. If a driver wants to go driving but
cannot get his desired car or that car’s key, it waits until the car and key become
available. When a driver finishes driving, it returns his key and notifies any drivers
waiting for that key that it is now free.

— You must allow multiple drivers to be out driving at once, and you must not have busy
waiting or spin loops.

— Note: there could be many, many instances of driver() running, each of which you can
assume is in its own thread, and all of which use the same monitor, mon.

On the next page, fill in the monitor’s remaining variable(s) and implement the monitor’s
take_key()and return key() methods. (20 points)



typedef enum {FREE, IN_USE} key_status;

class Monitor {

public:
Monitor () { memset(&keys, FREE, sizeof(key_status)*5};
“Menitor{} {}
vold take_kKey{int desired_car);
vold return_key{int desired car};

private:
Mutex mutex;
key_status keys[5]; =¥
/¥ YOU MUST ADD MATERIAL BELOW THIS LIKE #)
zaeuf-f 'z 37,

B L
¥ ik guacel;
void driver(thread_id tid, Monitors mon, int desired_car) {
/% you should not modify this function */
moen—->take_key({desired_car);
drive{(};
mon—>return_key{desired_car);

¥

void Momitor::take key(int desired_car) {
/% YOU MUST FILL IN TEIS FUNCTIOK. Kote that the argument refers
to the dezired car. =/
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void Monitor: :return_key{int desired_car) {

/% YOU MUST FILL IK THIS FUKCTIOK. Note that the argument refers
%o the desired car. =/
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7. Disk. Consider a disk with the following characteristics:
— The disk rotates at 12,000 RPM (rotations per minute)
— The disk has 10 platters
— Each sector is 512 bytes

— There are 1024 sectors per track (we are ignoring the fact that the number of sectors
per track varies on a real disk) '

— There are 4096 tracks per platter
— The track-to-track seek time is O milliseconds

— If the disk head has to seek more than a single track, the seek time is given by 1 +t
*.003 milliseconds, where t is the number of tracks that the disk is seeking over.

— Ignore the time to transfer the bits from the disk to memory; that is, once the disk head
1s positioned over the sector, the transfer happens instantaneously

(a) What is the storage capacity of the disk in bytes or gigabytes? Explain briefly. (5 points)
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(b) What is the sequential transfer bandwidth, expressed in bytes/second or
megabytes/second? Explain briefly. (5 points)
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8. File System. As discussed in our lectures, creating a new file in a directory needs to
update 4 blocks under Linux ext2: the inode bitmap, the file inode, the directory inode,



and the directory’s data block. Assume the directory inode and the file inode are in
different on-disk blocks. (20 points, 4 points for each question)

Part I: Assume we perform neither journaling nor FSCK. What would happen if a crash
occurs after only updating the following block(s)? Choose from the following answers
and explain the reasons:

— 1o inconsistency

— wasted data block/inode

— multiple file paths may point to the same inode
— point to garbage data

— multiple problems listed above.
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Let us add a simple implementation of data (including data and metadata) journaling to
our file system and perform the same file creation as Part I. Assume each transaction
on the journal starts with a header block and finishes at a commit block. If the system
crashes after the following number of blocks have been synchronously written to disk
(including the journal and real FS), what state will the FS be in after the reboot? What
can we do to recover?

(a) 1 disk write (hint: just the transaction header block is written to the journal)
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(b) 8 disk writes (hint: transaction header, plus 4 blocks, plus commit block to journal,
plus two data blocks to the real FS)
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(c) 11 disk writes (hint: you also have to clear the transaction after writes to the real
FS finish)
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